# 05 Inheritance

## Inheriting Classes

**Object differences via properties** – Objects from the same class have the *same behaviour* but *different properties*:

Button ok = new Button();

Button cancel = new Button();

ok.text=”OK”;

cancel.text=”Cancel”;

A “blob” (see the example!) has properties fill colour, stroke color, center, and radius. A blob has methods jitter and draw. By setting different properties, quite different blobs can be generated even though their class is the same, e.g.

Blob blob1, blob2, blob3, blob4;

void setup(){

blob1 = new Blob(200,200,100);

blob2 = new Blob(400,200,50);

blob2.fill=#5649EA;

blob3 = new Blob(200,400,75);

blob3.fill=#E81CCD;

blob3.stroke=#1811F5;

blob4 = new Blob(400,400,100);

blob4.fill=#D1F739;

}

*All objects of the same class have the same behaviour, but the properties may be different.*

**Objects with total different behaviours** – If two objects have completely different behaviours, then they belong to completely different classes (e.g. Blob vs PFont).

We can imagine a spectrum:

* objects from the same class at one end, differing only in their property values but sharing all property names, types and methods (e.g. two different PVectors)
* objects from different classes at the other end, in which all the properties and methods are completely different (e.g. a PVector and a PImage)

Sometimes we want something in between, i.e. two classes that share all properties and methods except for a few, or perhaps one class should have an extra few properties or methods that the other does not. For example imagine a PImage3D class. Like a PImage, it has width, height, and pixels properties; it also has methods like resize() and filter().

But since it represents a 3D image, it also needs a depth property.

## Inheritance

Inheritance is used whenever you want multiple classes to share *some* behaviour but *not all* the behaviour.

For example, the Blob class can jitter and draw itself but it cannot slowly rotate. A RotatingBlob class is nearly the same as a Blob class, but it has an additional property (rotation speed) and a slightly different drawing method (i.e. the points forming the blob’s outline must be rotated first)

|  |  |  |
| --- | --- | --- |
|  | Blob | RotatingBlob |
| Fields | fill  stroke  center  radius | fill  stroke  center  radius  **rotationSpeed** |
| Methods | draw  jitter | **draw**  jitter |

Blob and RotatingBlob are so similar that it would be wasteful to create two completely different classes.

**Inheritance** – lets two classes share properties and methods.

**extends keyword** – is the main way to link up two classes via inheritance:

class Blob {

/\*…properties and methods…\*/

}

class RotatingBlob extends Blob {

/\*…properties and methods…\*/

}

RotatingBlob will now inherit properties and methods defined inside the Blob class.

**Inheritance is unidirectional (one way)** – RotatingBlob gets all the properties and methods that Blob has, but the opposite is not true.

**Superclass/Subclass** – Blob is called a superclass or parent class, RotatingBlob a subclass or derived class or child class.

**Generalization/Specialization** – Blob is a more general class, RotatingBlob is a more specialized class.

**How to control what is inherited** – mark fields/methods as either public, private or protected:

|  |  |
| --- | --- |
| public | Inherited and accessible outside of class |
| protected | Inherited but not accessible outside of class |
| private | Not inherited and not accessible outside of class |

**A sketch of the blob class** –

class Blob {

// Properties

public color fill, stroke;

protected PVector center;

public float radius;

protected ArrayList<PVector> outline;

// Constructor

public Blob(float x, float y, float radius) {

/\* …code… \*/

}

// Draw method

public void draw() {

/\* …code… \*/

}

// Method to jitter the blob

public void jitter(float howMuch) {

/\* …code… \*/

}

}

**A sketch of the Rotating blob class** –

class RotatingBlob extends Blob {

// Property

public float rotationSpeed;

// Constructor

public RotatingBlob(float x, float y,float radius) {

/\* …code… \*/

}

// Overridden draw method

public void draw() {

/\* …code… \*/

}

}

**Advantages of inheritance** – if the subclass is very similar to the superclass, then the subclass does not need much code.

For example, there is no fill property or jitter() method defined for RotatingBlob but the RotatingBlob class still has them due to the inheritance relationship:

RotatingBlob blob = new RotatingBlob(400,400,100);

blob.fill=#D1F739;

blob.rotationSpeed=TWO\_PI/500;

/\* …code… \*/

blob.draw();

blob.jitter(0.01);

Likewise, inside the RotatingBlob there is no outline ArrayList defined, but the inherited version of outline can be accessed:

for (PVector point: outline)

point.rotate(rotationSpeed);

**Overriding methods** – if a subclass wants to modify a method belonging to the superclass, it can override it by defining the same method again, e.g. see the draw() method in the RotatingBlob class.

**super keyword** – used inside a subclass to access methods and properties belonging to the superclass. There are two general cases where this is needed: (i) inside the constructor, when you want the objects of both classes to be set up the same and (ii) inside a method, when you want to reuse the original version of a method you have overridden.

Example of a constructor with super:

class RotatingBlob extends Blob {

/\*…code…\*/

public RotatingBlob(float x, float y,float radius) {

super(x, y, radius);

}

/\*…code…\*/

}

Example of an overridden method with super:

class RotatingBlob extends Blob {

/\*…code…\*/

public void draw() {

// Rotate all the points in the outline

for (PVector point: outline)

point.rotate(rotationSpeed);

// Draw the blob

super.draw();

}

/\*…code…\*/

}

## Inheritance Hierarchies

Many classes can be related by inheritance. For example, besides a rotating blob, we may also be interested in defining classes for pulsating blobs, moving blobs etc:

class Blob {}

class RotatingBlob extends Blob {

}

class PulsatingBlob extends Blob {

}

class MovingBlob extends Blob {

}

**Inheritance diagram** – can be used to visualize the relationship:
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**Inheritance hierarchy** – a group of two or more inheriting classes, e.g.:
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## Abstract Classes

The highest levels of an inheritance hierarchy are usually so generalized that it does not make sense to use them to create objects. However, they do have properties that should be inherited, for example a shape is too abstract to draw but it has a position and a size:

class Shape {

protected PVector position,size; // common properties

public Shape(float x, float y, float w, float h) {

position=new PVector(x,y);

size=new PVector(w,h);

}

public void draw() { // how to draw a shape?

}

}

Given the above class, some people may accidentally/incorrectly create objects of type shape, e.g.

Shape someShape = new Shape(30,40,100,100);

In fact, what was intended was for only subclasses to be used to create shapes, e.g.

Rectangle rect=new Rectangle(30,40,100,100);

Circle circle=new Circle(500,500,23);

**abstract keyword** – the solution is to mark classes as abstract if they are not meant to be used to create objects, i.e.

abstract class Shape {

/\*…class definition…\*/

}

## Abstract methods

If it does not make sense to implement a method in a superclass, but all subclasses should implement it, then mark it abstract as well.

abstract class Shape {

/\*…methods & properties…\*/

abstract public void draw(); //subclasses MUST have draw

}

**Toggle button example** – a toggle button is a button that stays on or off after you click it. GUIs usually have two different types of toggle buttons: radio buttons and check buttons. They are drawn differently and have different shapes (square vs. circle). However nearly all other behaviours are the same.

![:::::Desktop:Diagram1.png](data:image/png;base64,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)

**Inheritance diagrams with abstract classes** – use italics or a different style to distinguish abstract from concrete classes.

Sketch of the ToggleButton class with abstract methods bolded:

abstract public class ToggleButton {

protected PVector position;

protected float size;

protected boolean state;

protected String label;

public ToggleButton() {/\*…code…\*/}

public boolean mouseClicked() {

if (**ptInRegion(mouseX, mouseY)**) {

state=!state;

return true;

}

return false;

}

**abstract public boolean ptInRegion(float x, float y);**

**abstract public void drawButton();**

public void drawLabel() {/\*…code…\*/}

public void draw() {

**drawButton();**

if (label!=null) drawLabel();

}

}

Note how implemented methods such as mouseClicked() can call abstract methods such as ptInRegion()!

**Implementation of abstract methods** – must be done in the subclasses, e.g.

public class RadioButton extends ToggleButton {

/\*…fields…\*/

public RadioButton() {/\*…code…\*/}

**public boolean pointInButtonRegion(float x, float y)** {

return PVector.dist(center,

new PVector(x,y))<=size/2;

}

**public void drawButton()** {

noFill();

stroke(255);

strokeWeight(4);

ellipseMode(CORNER);

ellipse(position.x, position.y, size, size);

if (state) {

fill(255);

ellipse(position.x+size/4, position.y+size/4,

size/2, size/2);

}

}

/\*…other methods…\*/

}

**Creating objects** – create objects from inheriting classes in the normal way:

CheckBox cb1, cb2;

RadioButton rb1, rb2;

void setup(){

cb1=new CheckBox(100,100,30, null);

cb2=new CheckBox(300,100,30, "pizza");

cb2.set();

rb1=new RadioButton(100,200,30, null);

rb1.set();

rb2=new RadioButton(300,200,30, "milk");

}

Note that the set method is inherited in both cases!

# Single vs Multiple Inheritance

**Single inheritance** – if every class inherits from at most one other class, then inheritance is single.

**Multiple inheritance** – occurs when one class can inherit from more than one class. For example all GUI controls have a position on the screen and can draw themselves. A button is a control and an image is a control. A image button is a button with an image as the background:
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The main problem with multiple inheritances is working out what gets inherited:

abstract class Control {

PVector position;

abstract public void draw();

}

class Button extends Control {

public void draw(){ /\*…draw the button…\*/ }

}

class Image extends Control {

public void draw(){ /\*…draw the image…\*/ }

}

**class ImageButton extends Button, Image {**

**/\* Which draw method is inherited?? \*/ }**

**}**

This makes the language messy and therefore Processing only allows single inheritance.

**Multiple to Single Inheritance** – multiple inheritance hierarchies can be converted into single inheritance hierarchies with some thought, e.g. we could make an image a property of Button and dispose of the ImageButton class:

abstract class Control {

PVector position;

abstract public void draw();

}

class Button extends Control {

public Image image=null;

**public void draw(){**

**// draw the image**

**if (image!=null) image.draw();**

**/\*…draw the rest of the button…\*/**

**}**

}

class Image extends Control {

public void draw(){ /\*…draw the image…\*/ }

}